**Run applications in Azure Kubernetes Service (AKS)**

## Deployment Configuration using Yaml

### Benefits of using Yaml

Using YAML for K8s definitions gives you a number of advantages, including:

* **Convenience:** You’ll no longer have to add all of your parameters to the command line
* **Maintenance:** YAML files can be added to source control, so you can track changes
* **Flexibility:** You’ll be able to create much more complex structures using YAML than you can on the command line

## Creating a deployment

1. Create a Manifest file – services.yaml(you can use whatever name you want)
2. Have the following value (example)

apiVersion: apps/v1beta1

kind: Deployment

metadata:

name: ibmservice

spec:

replicas: 1

template:

metadata:

labels:

app: ibmservice

spec:

containers:

- name: ibmservice

image: saketcontainerregistry.azurecr.io/ibmservice:v1

ports:

- containerPort: 8900

name: ibmservice

1. Apply this yaml file to the k8 cluster using the below command
   * Kubectl apply -f services.yaml
   * The above command will create a deployment and a pod under default namespace
   * To see the deployments – Kubectl get deployments
   * To see the namespaces – Kubectl get namespaces
   * To see the pods – Kubectl get pods
2. But the above is not exposed as a service. Which means even though this pod is running no one can access it from outside the cluster (gives you a security abstraction,as in a microservice environment you would not expose all your pods,instead expose just the gateway).
3. Before we create a service and expose the pod to the world let us understand the Yaml structure first and then the deployment configurations.

**5.1) Yaml Structure**

5.1.1) There are two basic concepts of a Yaml(Yet-Another-Markup-Language) -List and Map.

5.1.2) There can be list of maps or maps of list or just list or just map. If you have got this one down, you are good to write your own yaml.

5.1.3) Yaml maps as Java maps provide a key value mapping, just in this case you do not create a map specifically as you do in Java(I am a Java guy !!).

**apiVersion: apps/v1beta1** -- This is an example of key value pair mapping in Yaml file provided by Yaml Maps.

**5**.1.4) You can also have a more controlled structure where a key of the map maps to another map

Ex - spec:

replicas: 1

(REMEMBER THE INDENTION,IT IS VERY IMPORTANT)

Spec key refers to another map which has a key value pair. So this is a concept of **map of maps.**

The YAML processor knows how all of these pieces relate to each other because we’ve indented the lines

5.1.5) Example of Yaml List would be

containers:

- name: ibmservice

Containers is a list and it can have many values as depicted above.To add a new key value ,just move to the next line(maintaining indentation) and create another key value pair using “-“. The above example is an example of List of maps.

**5.2) Deployment configurations – Taking piece by piece**

**5.2.1) Apiversion -** Whenever a Kubernetes object is created an apiversion field is required. Kubernets objects can be a deployment or a service etc. Apiversion value tells what version of the Kubernets API is used for creating the Object. If you want to know about Kubernetes apis follow - <https://kubernetes.io/docs/reference/using-api/api-overview/>

**APIVERSION CHEAT SHEET**

|  |
| --- |
| Kind ApiVersion |
| |  |  | | --- | --- | | CertificateSigningRequest | certificates.k8s.io/v1beta1 | | ClusterRoleBinding | rbac.authorization.k8s.io/v1 | | ClusterRole | rbac.authorization.k8s.io/v1 | | ComponentStatus | v1 | | ConfigMap | v1 | | ControllerRevision | apps/v1 | | CronJob | batch/v1beta1 | | DaemonSet | extensions/v1beta1 | | Deployment | extensions/v1beta1 | | Endpoints | v1 | | Event | v1 | | HorizontalPodAutoscaler | autoscaling/v1 | | Ingress | extensions/v1beta1 | | Job | batch/v1 | | LimitRange | v1 | | Namespace | v1 | | NetworkPolicy | extensions/v1beta1 | | Node | v1 | | PersistentVolumeClaim | v1 | | PersistentVolume | v1 | | PodDisruptionBudget | policy/v1beta1 | | Pod | v1 | | PodSecurityPolicy | extensions/v1beta1 | | PodTemplate | v1 | | ReplicaSet | extensions/v1beta1 | | ReplicationController | v1 | | ResourceQuota | v1 | | RoleBinding | rbac.authorization.k8s.io/v1 | | Role | rbac.authorization.k8s.io/v1 | | Secret | v1 | | ServiceAccount | v1 | | Service | v1 | | StatefulSet | apps/v1 | |

5.2.2) Kind – what Kind of object you want to create -Ex- Deployment

5.2.3) metadata.name – By what name should the deployment happen- which means if you say kubectl get deployment – the value of metadata.name is the name of the deployment.

5.2.5)Spec List contains all the information that go into creating the pod

Spec.replicas = How many replicas to be created

* + So we know we need replicas (1,2) whatever value you set to it, but replicas of what?
  + The template within Spec defines the definition of the Object to be replicated

spec.template.metadata.lables.app = Labels are intended to be used to specify identifying attributes of objects that are meaningful and relevant to users, but do not directly imply semantics to the core system. Labels can be attached to objects at creation time and subsequently added and modified at any time. Each object can have a set of key/value labels defined. Labels allow for efficient queries and watches and are ideal for use in UIs and CLIs

spec.template.spec.containers = name of the pod

spec.template.spec.image = image to be pulled for the pod

spec.template.spec.ports.containerPort = The container port

Understanding the container port

**What is the problem in hosting on Docker?**

* + Docker containers can talk among themselves as long as they are on the same machine or node. In order for a Docker container to speak to another container hosted on a different machine , there must be ports allocated to the containers on their specific machine, so when a docker container a wants to speak to docker container b which is on a different machine, a port ex-80 must be allocated on the machine b is hosted and then any request at that port on that machine is forwarded/proxied to container b.
  + This is really struggling, because every container then needs to have a specific port attached to it and developers must be extremely careful in choosing the ports

**How Kubernets Solves it?**

* + Kubernetes assumes that Pods communicate to other pods regardless of the host the pods land on.
  + Every pod is provided with its own cluster-private-ip address, so that pods can communicate to one another without mapping container ports to host ports.
  + All the containers within a pod can reach each other’s port on localhost.
  + All pods in a cluster(a cluster can have multiple nodes, each node can have multiple pods) can see each other without NAT.
  + spec.template.spec.ports.containerPort value makes a pod accessible from any node in the cluster.
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See the Ip value, this makes it accessible across the cluster.

**Why should I create a service along with deployment?**

* + What if the deployment dies, the pod within it dies immediately,kubernetes does bring it up but the IP value that you see above changes, This is the problem service solves.
  + Kubernetes Service is just an abstraction for logical set of pods which have the same functionality.
  + When a service is created, each service is assigned a unique ip address called CLUSTER-IP.
  + This Ip will remain constant irrespective of the deployment going down and pods going down and coming up resulting in change of the ip of pods, until the service is deleted.
  + Pods can be configured to talk to service instead of doing inter pod communication.
  + When a service is created,a cluster-ip is assigned to it and the spec.ports.port is the port of the clusterip
  + No need to specify the target port, because target port gets allocated when the container comes up and by default is set
  + Pods are exposed through endpoints , the service loadbalances the request to one of the endpoints (if there are multiple pods running with the same spec.selector.app value.
  + The endpoints value is evaluated continuously, which means if a pod dies its endpoint(or the ip of the pod) is removed from the endpoints object. If a new pod comes up with the same selector app value then the IP/endpoint of the pod is updated to endpoints object of the service
  + Service is able to loadbalance the requests to pods
  + The same service can then be exposed to the external world by just setting the spec.type as LoadBalancer. And the Loadbalance ingress value plus the specs.port.port value together can be used to reach the service from external world
  + url would be LoadBalancerIngress:spect.port.port

![](data:image/png;base64,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)

Thinking of Discovery with Kubernetes and spring cloud together?

* + Try https://dzone.com/articles/quick-guide-to-microservices-with-kubernetes-sprin